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ABSTRACT 
The introduction of new hardware and software can change 
the way that teachers do their jobs, yet teachers are often 
neither enabled nor permitted to participate in the design of 
the new technology. This paper looks at the barriers that 
keep teachers from such participation and suggests one 
approach to overcoming them. The approach is to provide 
a translator who is familiar with the work and workplaces 
of both teachers and software developers and who can bridge 
the inter-occupational communication gap. A case study in 
the participatory design of educational software using a 
translator is presented. StUdying translation for clues to 
what a translator does and how he or she does it may yield 
information that is useful to design team members who do 
not have the benefit of working with a translator. Such 
information would be useful for design efforts beyond the 
realm of educational software. 

KEYWORDS: participatory design, translation, software 
design, educational software, case study. 

INTRODUCTION 
Schoolteachers need to be enabled to participate in the 
design or customization of software tools that they will use 
on the job. As with any group of workers, the introduction 
of a new software tool into the teachers' workplace may 
impact not only the way work is done, but working 
conditions as well. Many public school teachers face 
barriers to participation in design sessions, even though 
their participation is crucial to the design process. 

This paper looks at public school teachers as workers and at 
the public school as their workplace. This is an uncommon 
point of view. Schools are most often studied as the 
students' learning-place, not as the teachers' workplace. 
Similarly, educational software is most often regarded as a 
learning tool for students, not as a teaching tool for 
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teachers. As a result, software is often introduced into a 
school without benefit of teacher involvement and without 
regard for its effect on how the teachers do their work. 

There are, of course, educational software successes. For 
instance, there are teachers who are computer literate and 
who, by evangelizing, help some of their colleagues also to 
become computer literate. Similarly, there are organizations 
developing educational software who engage teachers 
actively in design teams. These success stories are far too 
rare. For graphic descriptions of the unsuccessful 
introduction of computers into public schools in the US, 
see [Branscum, 1992; Piller 1992]. 

In many parts of the USA, including Massachusetts, public 
school faculties have shrunk because of budget cuts and 
changing enrollments. The youngest teachers, the ones 
most apt to have had computer training, have lost their jobs 
through reduction in the size of the teaching workforce. 
The remaining teachers, in many cases, have little or no 
familiarity with computers. For example, in the case study 
described in the next section, only two of the 10 teachers 
we worked with had substantial experience using a 
computer, and their experience was limited to word­
processing. 

Teachers are domain experts, both in curriculum 
development and in their subject areas. We need to learn 
how to give teachers, especially those who are not 
computer-literate, a real voice in the design or 
customization of the software they will use on the job, in 
the classroom. In particular, techniques are needed to secure 
teachers' participation beginning with the earliest stages of 
design, well before the formative evaluation of prototypes. 
This effort complements the work of other researchers who 
are studying participatory design with workers as diverse as 
nurses [Bjerknes and Bratteteig, 1987], architects [Peng, 
1992], and software engineers [Muller, 1991]. 

In their retrospective survey of participatory design projects, 
Clement and van den Besselaar [1993] looked at projects 
that took place in a variety of countries and a variety of 
workplace settings. They observe that the five "prime 
ingredients" in a participatory design project include some 
or all of the following: (1) access to relevant information; 
(2) an independent voice in decision making; (3) user-



controlled development resources, including time, facilities, 
and expertise; (4) organizational and technical flexibility; 
and (5) appropriate development methods. 

Of these ingredients, the first and third are common to all of 
the projects that Clement and van den Besselaar surveyed. 
Looking at why these ingredients are difficult to achieve in 
the teachers' workplace is helpful in illustrating the barriers 
to participation faced by schoolteachers. 

Teachers do not have control over their time. A teacher's 
workday is tightly scheduled; the schedule is not flexible. 
A one-hour "prep period" is a luxury, and is not nearly 
sufficient for preparing a day's lessons and grading a day's 
assignments. Many teachers spend long hours outside of 
school on preparation and grading. Getting released from 
regularly scheduled work (for example, to participate in a 
training session) requires the expense of paying substitute 
teachers and the work of preparing lessons for them to 
teach. As a result, teachers are not apt to be freed up to 
work on a project such as software design. 

Most teachers do not have access to on-the-job computer 
training. The teachers who have participated in our projects 
tell us that teachers are asked to solve more and more 
problems, ranging from the educational to the societal, 
without being given any additional resources to bring to 
bear. It is perhaps not surprising, then, that many teachers 
are expected to learn to use computers on their own time 
and of their own initiative. 

In addition, teachers have no formal voice in how computer 
technology is introduced into schools. Although teachers 
in the US are unionized, their unions have been slow to 
develop policies about giving teachers individual and 
collective voices in how such technologies are incorporated 
into curriculum. 

Appropriate development methods, in Clement and van den 
Besselaar's words, must come to the teachers' rescue. 
Techniques must be employed that enable teachers to 
participate in software design and custornization despite the 
barriers to their learning about computers. Such techniques 
must allow them to communicate with software developers 
even though they are unfamiliar with the software domain 
and even though the software developers are unfamiliar with 
theirs. 

A key issue here is to provide translation between users and 
software developers [Williams and Begg, 1992, 1993a, 
1993b]. The translation involves not only the different 
terminology used by teachers and software developers, but 
also the understanding of each other's work and workplace. 
We have successfully used a former-teacher-turned­
computer-scientist as the translator in our projects. The 
translator understands not only the languages used by 
teachers and by software developers, but also the detailed 
nature of their work and the conventions of their 
workplaces. The translator can employ participatory design 
techniques to make sure that there is a meeting of the minds 
between teachers and software developers. 
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The next section develops the notion of translation further. 
It is followed by a case study of the participatory design of 
educational software, and then by a description of the future 
directions of this research project. 

TRANSLATION 
Design team participants from different domains use 
different languages, have different ways of viewing their 
work, and have different workplace conventions. These 
differences can make interdisciplinary communication 
challenging. Translation deals with building bridges to 
resolve the differences .. 

The focus of this research is on people who can serve 
effectively as translators between users and software 
developers, because they have work experience in both 
domains. (The degenerate case of translation is in the 
design of software for one's own use, where one is 
simultaneously the user and the developer.) 

Harrison et al. [1994] speak of the importance for members 
of interdisciplinary design teams to learn each other's 
terminology early in the design process. Speaking from 
experience, they say, "We often called a rose by many 
names only to later discover we all meant a rose. We also 
often thought we were all talking about a rose when we 
meant a petunia, a lily and a dandelion" (p. 129). Members 
of the design team need a set of common terminology to 
avoid talking at cross purposes. 

A translator can facilitate the convergence on a common 
vocabulary, since he or she is familiar with the terminology 
of both the users' and engineers' domains and understands 
the differences between apparent synonyms. Such 
understanding comes from detailed knowledge of the work 
of both domains. Thus the translator in the case study 
which follows can compare and contrast various names for a 
piece of writing (essay, file, story) without needing to 
apply the methods of, say, ethnography [Blomberg et al., 
1993] or contextual inquiry [Holtzblat and Jones, 1993] for 
work language analysis. The effort expended by design 
teams that have to resolve their own language differences is 
illustrated in [Katzenberg and Piela, 1993]. 

More complex than terminology is the view of work and 
workplace, or what Harrison et al. [1994] call the 
"definition of the situation." This definition may include 
the goals of the design project as viewed by various design 
team members, the nature of the tasks to be performed with 
the software under design, the conventions of the users' 
workplace, as well as workplace politics. Design team 
members view each of these complex issues in different 
ways. Non-users on the team can make erroneous 
assumptions about the users' work and workplace, based on 
the conventions of their own fields. A translator can 
identify and correct such assumptions. 

The description of translation should not be taken to imply 
that any career-changer who has become a software 
professional can serve effectively as a translator. One of the 
interesting issues in studying translation is to consider the 
characteristics, other than domain knowledge, that make a 



person a successful translator between users and developers. 
The idea of establishing a registry of software professionals 
with expertise in domains outside of software is a 
provocative one, though. 

The case study which follows describes a participatory 
design project with schoolteachers. The project relied on 
translation between the domain of writing instructors and 
the domain of software engineers. It illustrates the issues 
of translation between terminologies and workplace 
conventions. 

CASE STUDY 
This case study concerns the introduction of new computer 
technology into the curriculum of a public-school English 
department, which previously had no computer technology 
available in the classroom. 

The computer technology in question is an editorial system, 
which consists of the networked hardware and software used 
by reporters and editors on the staff of a newspaper or 
magazine. A premise of the project is that teachers and 
students can profitably interact in ways analogous to the 
interaction of editors and writers in a newsroom. 

An editorial system is designed especially for creating, 
sharing, and editing newspaper or magazine articles. It is 
not a general-purpose computing environment, but rather is 
highly customized for writing and editing. It provides basic 
support for collaboration between writers and editors, 
though not the sophisticated tools of state-of-the-art 
groupware. Because newsroom staff create the content of 
articles but are not responsible for the appearance of the 
final page, an editorial system does not include a page 
layout facility. 

Through of the generosity of a corporate sponsor (Atex 
Publishing Systems of Billerica, MA, USA), an editorial 
system was donated for this project. The grant included not 
only hardware and software, but also installation, the time 
of some engineers to perform customizations, two days of 
training, and hot-line help. 

The editorial system was installed in the English 
department of a four-year public high school in a middle­
class suburb of Boston. The school had 10 English 
teachers (eight full-time and two part-time) and an 
enrollment of 900 students in grades nine through twelve. 
The editorial system is currently in its second year of use at 
the high school. Each sophomore and junior English class 
uses the editorial system lab, instead of a traditional 
classroom, for one out of four terms. Thus, the lab is used 
by a total of 450 students per year. All of the English 
department's teachers chose to be trained to use the editorial 
system. 

The editorial system's hardware consists of 22 terminals, 
which are a mixture of Atex terminals and IBM PCs. All 
of the terminals, whether Atex or IBM, have Atex 
proprietary keyboards, which are highly customized for 
writers and which have a large number of dedicated or 
programmable keys for word-processing functions . The 
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terminals hang off a customized Digital Equipment 
Corporation minicomputer. Print-outs are done on a laser 
printer. 

The software is Atex' s basic editorial system, used 
worldwide by newspaper writers and editors. The software 
offers traditional word-processing capabilities, nearly all of 
which are available via special keys on the keyboard. It 
also offers elementary features for cooperative work by 
writers and editors. These features include red-lining (which 
permits an editor's corrections, additions, deletions, and 
comments to be distinguishable from the writer's original 
text), electronic mail, and file sharing. 

Whenever an editorial system is introduced into a new 
workplace, it is customized to reflect local work practices. 
The Atex engineers had plenty of experience tailoring 
editorial systems for the individual newsrooms of particular 
publishing operations. However, customizing an editorial 
system for a classroom was outside their experience. 

Despite the obvious similarities between a newsroom and a 
writing classroom, an editor's work differs from a teacher's 
work. The editor's goal is to ensure that high-quality 
articles are produced for publication. The teacher's goal is 
to ensure that high-quality writing instruction is delivered 
to students, who will then, it is hoped, produce high-quality 
pieces of writing. Yet the editorial system, appropriately 
customized for each workplace, proves a useful tool for 
both jobs. 

The teachers are domain experts in the teaching of writing. 
They had no expertise in software development. Their lack 
of computer knowledge made it impossible for them to 
direct the customization of the editorial system or even to 
carry on useful dialogues with the software engineers. They 
had neither the skills to evaluate the existing capabilities of 
the editorial system nor the skills to tell the software 
engineers what customizations they needed. They were 
unfamiliar. with basic computer-ese, such as "file," 
"directory," "username," and "electronic mail." They also 
did not have the skills to look at differences in workflow in 
a paper-based vs. a computer-based classroom. That is, 
they lacked the formal skills to analyze and articulate their 
work practices in a way that would be useful to the 
engineers. 

Moreover, the teachers did not control the resources that 
would have enabled them to develop computer skills and 
knowledge in preparation for discussions with the 
engineers. They were given no release time to learn about 
computers or to work on the customizations. They had no 
ready access to computers in the school. And they had no 
in-house expertise in software development to draw on. In 
addition, the teachers felt inferior to the software developers. 
The tended to refer to their lack of knowledge as stupidity 
and spoke about their fear of being unable to understand and 
use computers. 

The engineers, on the other hand, were knowledgeable about 
the editorial system and about workflow in a newsroom. 
They were used to newspaper jargon. In fact, a lot of that 



jargon had been incorporated into the editorial system. 
Where a teacher would "throwaway a paper" and a computer 
person would "delete a file," a newspaper person would 
"spike a story," a metaphor for the traditional metal spike 
on which papers to be discarded could be impaled. In the 
editorial system, a file is deleted by sending it to the "spike 
queue." The engineers' language was a mixture of 
computer talk and newspaper talk, while the teachers spoke 
the language of writing instruction. 

Having spent time in the classroom as students, the 
engineers had general assumptions about what teachers do, 
but were not aware of specific activities and conventions of 
the workplace. They needed to be encouraged away from an 
I-know-what-the-teachers-need point of view. They had 
spent plenty of time in classrooms watching teachers, and 
so had a sense that they knew the nature of the teachers' 
work, when in fact they did not. (A trivial example of their 
unfamiliarity with teachers' workplace realities was their 
suggestion to use "stud" as an abbreviation for "student" in 
naming some computer accounts.) Their job was to 
perform customizations, but they had neither sufficient time 
nor sufficient knowledge of the teachers' workplace to lead 
the design of those customizations. 

The design effort was lead by the author, a university 
researcher who is a former English teacher turned computer 
scientist. The author served as a translator to enable the 
high school teachers to participate in the customization 
process by translating between their language and workplace 
conventions and those of the software engineers. 

The translation process had these steps: work with the 
teachers to develop a description of writing-related activities 
currently used in their paper-based classrooms, including 
workflow and paperflow; determine how these activities 
could be carried out and extended, based on the existing and 
potential capabilities of the editorial system; figure out the 
implications of the computer-based versions of these 
activities on information flow, security, and usability; teach 
the teachers, in their own language and in terms of 
classroom activities, about features that would extend their 
writing-instruction activities, in order to enable them to 
decide if they wanted the extensions; translate the 
descriptions of the activities from the language and 
workplace conventions of the teachers to the language and 
conventions of the engineers; and work with the engineers 
to specify the customizations to the editorial system. 

The customizations to the editorial system address issues 
such as how to support the teaching of process writing, in 
which students are introduced to the process of evolving a 
piece of writing through multiple drafts; how to discourage 
plagiarism; and how to help students have easy access to 
the materials they need to have at hand. 

Consider, for instance, this example concerning the 
versioning of files. In a typical newsroom, there is only 
one current version of a "story," the most recent draft. 
Either the editor has it or the writer has it. When one of 
them sends the story to the other, the story disappears 
entirely from the sender's workspace and now appears only 
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in the recipient's workspace. Earlier versions of the story 
are stored in an archive and are retrieved only if disaster 
strikes the current version. What matters in the newsroom 
is the product, not the process by which it is created. 

By contrast, in an English classroom where process writing 
is taught, students are expected to maintain a library of the 
various drafts of an essay. When a student submits a draft 
to the teacher, the student should retain all earlier versions, 
as well as a copy of the current version, in his or her 
workspace. Both the product and the process by which it is 
created are important. The versioning capabilities of the 
editorial system were customized to reflect these differences 
between the newsroom and the classroom. When a student 
submits a paper to the teacher electronically, a new version 
number is automatically assigned, and all drafts are archived 
in the student's own workspace. Several additional 
examples of customizations to the editorial system may be 
found in [Williams and Traynor 1994]. 

We hope to interest an educational researcher in evaluating 
the editorial system's effect, if any, on student learning. In 
the meantime, anecdotal evidence from the teachers suggests 
the usual motivational value of successfully integrating 
computers into the curriculum (non-attending students start 
attending class, students who appear passive in the 
traditional classroom are actively engaged by the computers, 
etc.). The teachers also report that students are giving 
greater attention to the writing task and that they take the 
teacher's comments more seriously when they are embedded 
in an electronic essay than when they are written in the 
margins of an essay submitted on paper. 

The project has had workplace side effects for the teachers, 
right from the beginning. What added most to the teacher's 
work load was learning to use the editorial system and 
incorporating it as a tool into the writing curriculum. 
Also, because course times were rescheduled to maximize 
the use of the editorial system lab, teaching assignments 
underwent substantial changes (note that these changes were 
implemented for the beginning of an academic year, and did 
not happen disruptively during the year). Thus, teachers 
found themselves teaching courses that they had never 
taught before, teaching more different courses at the same 
time than previously, or not teaching favorite and familiar 
courses. The project has also brought increased visibility 
to the department. While the teachers appreciate the good 
pUblicity that the project has brought them, they are aware 
of being in the public eye and have had to deal with a 
certain amount of jealousy from their colleagues in other 
departments. The teachers have also had to adjust to the 
fact that their students are, in many cases, far more at ease 
with computers than many of the teachers will ever be. 

FUTURE DIRECTIONS 
Retrospective studies are being performed of two projects 
that introduced new computer technologies into the 
classroom (the project described above and a computer 
science project described in [Williams et aI., 1992]). The 
goal of the retrospective studies is to formulate a set of 
guidelines for the participants in educational software design 
teams to help them break: down barriers to participation. In 



addition to teachers and software developers, such teams 
may include administrators, personnel from sponsor 
corporations, and university researchers. The guidelines are 
intended to serve not only as a source of logistical advice to 
all of these groups, but also as a position paper on the 
importance of empowering teachers to participate in the 
design of software that will change the way they do their 
jobs. 

The guidelines will explicitly address the need for teachers 
to be provided with the resources to participate in design. 
These resources include release time from their other duties 
for design sessions, curriculum revision, and training; ready 
access to new hardware and software outside of training 
sessions; and participatory techniques that enable teachers 
and software professionals to communicate effectively. 

The guidelines will be used in a new project, in which a 
Geographic Information System (GIS) will be introduced as 
a teaching tool in an interdisciplinary curriculum. This 
new project will be the subject of a pro-active study of 
participatory design with school teachers. The design team 
will include a translator, another former teacher turned 
application developer. Data will be collected both by 
observation during the design process and by surveying and 
interviewing participants after the design process. 

SUMMARY 
Schoolteachers are frequently at a disadvantage during the 
design or customization of educational software. As with 
any group of workers, the adoption of a new software tool 
may change the way they do their jobs, and may have 
profound workplace repercussions. Yet, like many other 
groups of workers, teachers face barriers to participation in 
the design process. These barriers may include a lack of 
familiarity with computers, and a lack of resources 
(especially time) to . .gain that familiarity. Additionally, 
teachers may feel at a disadvantage to software 
professionals, and so may perceive themselves to be 
powerless to influence the design process. 

Translation is an approach to enabling users such as these 
teachers to participate in design. A translator with 
experience both in the users' domain and in the software 
development domain can overcome interdisciplinary 
communication difficulties by translating not only between 
the terminology of the two domains, but also between the 
workplace conventions of the domains. A translator can 
also help to restore a real or imagined power imbalance 
between users and software developers. 

The translator in the case study was vital to the 
customization of the editorial system, since the teachers and 
engineers did not have knowledge of the each other's work 
and workplace, and did not have sufficient resources to 
develop such knowledge. The translator was accepted by 
both teachers and engineers as somebody who spoke their 
language and who knew how their work responsibilities 
were being affected by the project. Studying the 
contribution made by the translator should reveal additional 
techniques for empowering teachers to participate in 
software design. 
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In addition, studying the nature of the translation activity 
may lead to techniques that other, non-translator, facilitators 
can use to mediate the design activities of interdisciplinary 
groups. Such techniques would be valuable beyond the 
domain of educational software 
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